**1 - Introduction**

TestNG is a testing framework designed to simplify a broad range of testing needs, from unit testing (testing a class in isolation of the others) to integration testing (testing entire systems made of several classes, several packages and even several external frameworks, such as application servers).

Writing a test is typically a three-step process:

* Write the business logic of your test and insert TestNG annotations in your code.
* Add the information about your test (e.g. the class name, the groups you wish to run, etc...) in a testng.xml file or in build.xml.
* Run TestNG.

You can find a quick example on the Welcome page.

The concepts used in this documentation are as follows:

* A suite is represented by one XML file. It can contain one or more tests and is defined by the <suite> tag.
* A test is represented by <test> and can contain one or more TestNG classes.
* A TestNG class is a Java class that contains at least one TestNG annotation. It is represented by the <class> tag and can contain one or more test methods.
* A test method is a Java method annotated by @Test in your source.

A TestNG test can be configured by @BeforeXXX and @AfterXXX annotations which allows to perform some Java logic before and after a certain point, these points being either of the items listed above.

The rest of this manual will explain the following:

* A list of all the annotations with a brief explanation. This will give you an idea of the various functionalities offered by TestNG but you will probably want to consult the section dedicated to each of these annotations to learn the details.
* A description of the testng.xml file, its syntax and what you can specify in it.
* A detailed list of the various features and how to use them with a combination of annotations and testng.xml.

### 2 - Annotations

Here is a quick overview of the annotations available in TestNG along with their attributes.

|  |  |  |
| --- | --- | --- |
| **@BeforeSuite @AfterSuite @BeforeTest @AfterTest @BeforeGroups @AfterGroups @BeforeClass @AfterClass @BeforeMethod @AfterMethod** | | **Configuration information for a TestNG class:**   **@BeforeSuite:** The annotated method will be run before all tests in this suite have run.  **@AfterSuite:** The annotated method will be run after all tests in this suite have run.  **@BeforeTest**: The annotated method will be run before any test method belonging to the classes inside the <test> tag is run.  **@AfterTest**: The annotated method will be run after all the test methods belonging to the classes inside the <test> tag have run.  **@BeforeGroups**: The list of groups that this configuration method will run before. This method is guaranteed to run shortly before the first test method that belongs to any of these groups is invoked.  **@AfterGroups**: The list of groups that this configuration method will run after. This method is guaranteed to run shortly after the last test method that belongs to any of these groups is invoked.  **@BeforeClass**: The annotated method will be run before the first test method in the current class is invoked.  **@AfterClass**: The annotated method will be run after all the test methods in the current class have been run.  **@BeforeMethod**: The annotated method will be run before each test method.  **@AfterMethod**: The annotated method will be run after each test method. |
|  | alwaysRun | For before methods (beforeSuite, beforeTest, beforeTestClass and beforeTestMethod, but not beforeGroups): If set to true, this configuration method will be run regardless of what groups it belongs to.  For after methods (afterSuite, afterClass, ...): If set to true, this configuration method will be run even if one or more methods invoked previously failed or was skipped. |
|  | dependsOnGroups | The list of groups this method depends on. |
|  | dependsOnMethods | The list of methods this method depends on. |
|  | enabled | Whether methods on this class/method are enabled. |
|  | groups | The list of groups this class/method belongs to. |
|  | inheritGroups | If true, this method will belong to groups specified in the @Test annotation at the class level. |
|  | | |
| **@DataProvider** | | **Marks a method as supplying data for a test method. The annotated method must return an Object[][] where each Object[] can be assigned the parameter list of the test method. The @Test method that wants to receive data from this DataProvider needs to use a dataProvider name equals to the name of this annotation.** |
|  | name | The name of this data provider. If it's not supplied, the name of this data provider will automatically be set to the name of the method. |
|  | parallel | If set to true, tests generated using this data provider are run in parallel. Default value is false. |
|  | | |
| **@Factory** | | **Marks a method as a factory that returns objects that will be used by TestNG as Test classes. The method must return Object[].** |
|  | | |
| **@Listeners** | | **Defines listeners on a test class.** |
|  | value | An array of classes that extend org.testng.ITestNGListener. |
|  | | |
| **@Parameters** | | **Describes how to pass parameters to a @Test method.** |
|  | value | The list of variables used to fill the parameters of this method. |
|  | | |
| **@Test** | | **Marks a class or a method as part of the test.** |
|  | alwaysRun | If set to true, this test method will always be run even if it depends on a method that failed. |
|  | dataProvider | The name of the data provider for this test method. |
|  | dataProviderClass | The class where to look for the data provider. If not specified, the data provider will be looked on the class of the current test method or one of its base classes. If this attribute is specified, the data provider method needs to be static on the specified class. |
|  | dependsOnGroups | The list of groups this method depends on. |
|  | dependsOnMethods | The list of methods this method depends on. |
|  | description | The description for this method. |
|  | enabled | Whether methods on this class/method are enabled. |
|  | expectedExceptions | The list of exceptions that a test method is expected to throw. If no exception or a different than one on this list is thrown, this test will be marked a failure. |
|  | groups | The list of groups this class/method belongs to. |
|  | invocationCount | The number of times this method should be invoked. |
|  | invocationTimeOut | The maximum number of milliseconds this test should take for the cumulated time of all the invocationcounts. This attribute will be ignored if invocationCount is not specified. |
|  | priority | The priority for this test method. Lower priorities will be scheduled first. |
|  | successPercentage | The percentage of success expected from this method |
|  | singleThreaded | If set to true, all the methods on this test class are guaranteed to run in the same thread, even if the tests are currently being run with parallel="methods". This attribute can only be used at the class level and it will be ignored if used at the method level. Note: this attribute used to be called sequential (now deprecated). |
|  | timeOut | The maximum number of milliseconds this test should take. |
|  | threadPoolSize | The size of the thread pool for this method. The method will be invoked from multiple threads as specified by invocationCount.  Note: this attribute is ignored if invocationCount is not specified |

**3 - testng.xml**

You can invoke TestNG in several different ways:

* With a testng.xml file
* With ant
* From the command line

This section describes the format of testng.xml (you will find documentation on ant and the command line below).

The current DTD for testng.xml can be found on the main Web site:  http://testng.org/testng-1.0.dtd (for your convenience, you might prefer to browse the HTML version).

Here is an example testng.xml file:

**testng.xml**

view source

print?

|  |  |
| --- | --- |
| <!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd" > | |
|  |

|  |  |
| --- | --- |
| <suite name="Suite1" verbose="1" > | |
| <test name="Nopackage" > |

|  |
| --- |
| <classes> |
| <class name="NoPackageTest" /> | |

|  |  |
| --- | --- |
| </classes> | |
| </test> |

|  |
| --- |
|  |
| <test name="Regression1"> | |

|  |
| --- |
| <classes> |
| <class name="test.sample.ParameterSample"/> | |

|  |  |
| --- | --- |
| <class name="test.sample.ParameterTest"/> | |
| </classes> |

|  |  |
| --- | --- |
| </test> | |
| </suite> |

You can specify package names instead of class names:

**testng.xml**

view source

print?

|  |  |
| --- | --- |
| <!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd" > | |
|  |

|  |  |
| --- | --- |
| <suite name="Suite1" verbose="1" > | |
| <test name="Regression1"   > |

|  |
| --- |
| <packages> |
| <package name="test.sample" /> | |

|  |  |
| --- | --- |
| </packages> | |
| </test> |

|  |
| --- |
| </suite> |

In this example, TestNG will look at all the classes in the package test.sample and will retain only classes that have TestNG annotations.

You can also specify groups and methods to be included and excluded:

**testng.xml**

view source

print?

|  |  |
| --- | --- |
| <test name="Regression1"> | |
| <groups> |

|  |
| --- |
| <run> |
| <exclude name="brokenTests"  /> | |

|  |  |
| --- | --- |
| <include name="checkinTests"  /> | |
| </run> |

|  |  |
| --- | --- |
| </groups> | |
|  |

|  |
| --- |
| <classes> |
| <class name="test.IndividualMethodsTest"> | |

|  |
| --- |
| <methods> |
| <include name="testMethod" /> | |

|  |  |
| --- | --- |
| </methods> | |
| </class> |

|  |  |
| --- | --- |
| </classes> | |
| </test> |

You can also define new groups inside testng.xml and specify additional details in attributes, such as whether to run the tests in parallel, how many threads to use, whether you are running JUnit tests, etc...

By default, TestNG will run your tests in the order they are found in the XML file. If you want the classes and methods listed in this file to be run in an unpredictible order, set the preserve-order attribute to false

**testng.xml**

view source

print?

|  |  |
| --- | --- |
| <test name="Regression1" preserve-order="false"> | |
| <classes> |

|  |
| --- |
|  |
| <class name="test.Test1"> | |

|  |
| --- |
| <methods> |
| <include name="m1" /> | |

|  |  |
| --- | --- |
| <include name="m2" /> | |
| </methods> |

|  |  |
| --- | --- |
| </class> | |
|  |

|  |  |
| --- | --- |
| <class name="test.Test2" /> | |
|  |

|  |  |
| --- | --- |
| </classes> | |
| </test> |

#### 5.2 - Test groups

TestNG allows you to perform sophisticated groupings of test methods. Not only can you declare that methods belong to groups, but you can also specify groups that contain other groups. Then TestNG can be invoked and asked to include a certain set of groups (or regular expressions) while excluding another set.  This gives you maximum flexibility in how you partition your tests and doesn't require you to recompile anything if you want to run two different sets of tests back to back.

Groups are specified in your testng.xml file and can be found either under the <test> or <suite> tag. Groups specified in the <suite> tag apply to all the <test> tags underneath. Note that groups are accumulative in these tags: if you specify group "a" in <suite> and "b" in <test>, then both "a" and "b" will be included.

For example, it is quite common to have at least two categories of tests

* Check-in tests.  These tests should be run before you submit new code.  They should typically be fast and just make sure no basic functionality was broken.
* Functional tests.  These tests should cover all the functionalities of your software and be run at least once a day, although ideally you would want to run them continuously.

Typically, check-in tests are a subset of functional tests.  TestNG allows you to specify this in a very intuitive way with test groups.  For example, you could structure your test by saying that your entire test class belongs to the "functest" group, and additionally that a couple of methods belong to the group "checkintest":

### Test1.java

view source

print?

|  |
| --- |
| public class Test1 { |
| @Test(groups = { "functest", "checkintest" }) | |

|  |  |
| --- | --- |
| public void testMethod1() { | |
| } |

|  |
| --- |
|  |
| @Test(groups = {"functest", "checkintest"} ) | |

|  |  |
| --- | --- |
| public void testMethod2() { | |
| } |

|  |
| --- |
|  |
| @Test(groups = { "functest" }) | |

|  |  |
| --- | --- |
| public void testMethod3() { | |
| } |

|  |
| --- |
| } |

Invoking TestNG with

### testng.xml

view source

print?

|  |  |
| --- | --- |
| <test name="Test1"> | |
| <groups> |

|  |
| --- |
| <run> |
| <include name="functest"/> | |

|  |
| --- |
| </run> |
| </groups> | |

|  |
| --- |
| <classes> |
| <class name="example1.Test1"/> | |

|  |  |
| --- | --- |
| </classes> | |
| </test> |

will run all the test methods in that classes, while invoking it with checkintest will only run testMethod1() and testMethod2().

Here is another example, using regular expressions this time.  Assume that some of your test methods should not be run on Linux, your test would look like:

### Test1.java

view source

print?

|  |
| --- |
| @Test |
| public class Test1 { | |

|  |  |
| --- | --- |
| @Test(groups = { "windows.checkintest" }) | |
| public void testWindowsOnly() { |

|  |  |
| --- | --- |
| } | |
|  |

|  |  |
| --- | --- |
| @Test(groups = {"linux.checkintest"} ) | |
| public void testLinuxOnly() { |

|  |  |
| --- | --- |
| } | |
|  |

|  |  |
| --- | --- |
| @Test(groups = { "windows.functest" ) | |
| public void testWindowsToo() { |

|  |  |
| --- | --- |
| } | |
| } |

You could use the following testng.xml to launch only the Windows methods:

### testng.xml

view source

print?

|  |  |
| --- | --- |
| <test name="Test1"> | |
| <groups> |

|  |
| --- |
| <run> |
| <include name="windows.\*"/> | |

|  |
| --- |
| </run> |
| </groups> | |

|  |
| --- |
|  |
| <classes> | |

|  |  |
| --- | --- |
| <class name="example1.Test1"/> | |
| </classes> |

|  |
| --- |
| </test> |

Note: TestNG uses regular expressions, and not wildmats. Be aware of the difference (for example, "anything" is matched by ".\*" -- dot star -- and not "\*").

#### Method groups

You can also exclude or include individual methods:

### testng.xml

view source

print?

|  |  |
| --- | --- |
| <test name="Test1"> | |
| <classes> |

|  |  |
| --- | --- |
| <class name="example1.Test1"> | |
| <methods> |

|  |  |
| --- | --- |
| <include name=".\*enabledTestMethod.\*"/> | |
| <exclude name=".\*brokenTestMethod.\*"/> |

|  |  |
| --- | --- |
| </methods> | |
| </class> |

|  |  |
| --- | --- |
| </classes> | |
| </test> |

This can come in handy to deactivate a single method without having to recompile anything, but I don't recommend using this technique too much since it makes your testing framework likely to break if you start refactoring your Java code (the regular expressions used in the tags might not match your methods any more).

#### 5.3 - Groups of groups

Groups can also include other groups. These groups are called "MetaGroups".  For example, you might want to define a group "all" that includes "checkintest" and "functest".  "functest" itself will contain the groups "windows" and "linux" while "checkintest will only contain "windows".  Here is how you would define this in your property file:

### testng.xml

view source

print?

|  |  |
| --- | --- |
| <test name="Regression1"> | |
| <groups> |

|  |
| --- |
| <define name="functest"> |
| <include name="windows"/> | |

|  |  |
| --- | --- |
| <include name="linux"/> | |
| </define> |

|  |
| --- |
|  |
| <define name="all"> | |

|  |
| --- |
| <include name="functest"/> |
| <include name="checkintest"/> | |

|  |  |
| --- | --- |
| </define> | |
|  |

|  |
| --- |
| <run> |
| <include name="all"/> | |

|  |
| --- |
| </run> |
| </groups> | |

|  |
| --- |
|  |
| <classes> | |

|  |  |
| --- | --- |
| <class name="test.sample.Test1"/> | |
| </classes> |

|  |
| --- |
| </test> |

#### 5.4 - Exclusion groups

TestNG allows you to include groups as well as exclude them.

For example, it is quite usual to have tests that temporarily break because of a recent change, and you don't have time to fix the breakage yet.  4 However, you do want to have clean runs of your functional tests, so you need to deactivate these tests but keep in mind they will need to be reactivated.

A simple way to solve this problem is to create a group called "broken" and make these test methods belong to it.  For example, in the above example, I know that testMethod2() is now broken so I want to disable it:

### Java

view source

print?

|  |  |
| --- | --- |
| @Test(groups = {"checkintest", "broken"} ) | |
| public void testMethod2() { |

|  |
| --- |
| } |

All I need to do now is to exclude this group from the run:

### testng.xml

view source

print?

|  |  |
| --- | --- |
| <test name="Simple example"> | |
| <groups> |

|  |
| --- |
| <run> |
| <include name="checkintest"/> | |

|  |  |
| --- | --- |
| <exclude name="broken"/> | |
| </run> |

|  |  |
| --- | --- |
| </groups> | |
|  |

|  |
| --- |
| <classes> |
| <class name="example1.Test1"/> | |

|  |  |
| --- | --- |
| </classes> | |
| </test> |

This way, I will get a clean test run while keeping track of what tests are broken and need to be fixed later.

*Note:  you can also disable tests on an individual basis by using the "enabled" property available on both @Test and @Before/After annotations.*

#### 5.5 - Partial groups

You can define groups at the class level and then add groups at the method level:

### All.java

view source

print?

|  |  |
| --- | --- |
| @Test(groups = { "checkin-test" }) | |
| public class All { |

|  |
| --- |
|  |
| @Test(groups = { "func-test" ) | |

|  |  |
| --- | --- |
| public void method1() { ... } | |
|  |

|  |  |
| --- | --- |
| public void method2() { ... } | |
| } |

In this class, method2() is part of the group "checkin-test", which is defined at the class level, while method1() belongs to both "checkin-test" and "func-test".

#### 5.6 - Parameters

Test methods don't have to be parameterless.  You can use an arbitrary number of parameters on each of your test method, and you instruct TestNG to pass you the correct parameters with the @Parameters annotation.

There are two ways to set these parameters:  with testng.xml or programmatically.

##### 5.6.1 - Parameters from testng.xml

If you are using simple values for your parameters, you can specify them in your testng.xml:

### Java

view source

print?

|  |  |
| --- | --- |
| @Parameters({ "first-name" }) | |
| @Test |

|  |
| --- |
| public void testSingleString(String firstName) { |
| System.out.println("Invoked testString " + firstName); | |

|  |  |
| --- | --- |
| assert "Cedric".equals(firstName); | |
| } |

In this code, we specify that the parameter firstName of your Java method should receive the value of the XML parameter called first-name*.*  This XML parameter is defined in testng.xml:

### testng.xml

view source

print?

|  |
| --- |
| <suite name="My suite"> |
| <parameter name="first-name"  value="Cedric"/> | |

|  |  |
| --- | --- |
| <test name="Simple example"> | |
| <-- ... --> |

#### The same technique can be used for @Before/After and @Factory annotations:

view source

print?

|  |  |
| --- | --- |
| @Parameters({ "datasource", "jdbcDriver" }) | |
| @BeforeMethod |

|  |
| --- |
| public void beforeTest(String ds, String driver) { |
| m\_dataSource = ...;                              // look up the value of datasource | |

|  |  |
| --- | --- |
| m\_jdbcDriver = driver; | |
| } |

This time, the two Java parameter *ds* and *driver* will receive the value given to the properties datasource and jdbc-driver respectively.

Parameters can be declared optional with the Optional annotation:

view source

print?

|  |  |
| --- | --- |
| @Parameters("db") | |
| @Test |

|  |
| --- |
| public void testNonExistentParameter(@Optional("mysql") String db) { ... } |

If no parameter named "db" is found in your testng.xml file, your test method will receive the default value specified inside the @Optional annotation: "mysql".

The @Parameters annotation can be placed at the following locations:

* On any method that already has a @Test, @Before/After or @Factory annotation.
* On at most one constructor of your test class.  In this case, TestNG will invoke this particular constructor with the parameters initialized to the values specified in testng.xml whenever it needs to instantiate your test class.  This feature can be used to initialize fields inside your classes to values that will then be used by your test methods.

*Notes:*

* *The XML parameters are mapped to the Java parameters in the same order as they are found in the annotation, and TestNG will issue an error if the numbers don't match.*
* *Parameters are scoped. In testng.xml, you can declare them either under a <suite> tag or under <test>. If two parameters have the same name, it's the one defined in <test> that has precedence. This is convenient if you need to specify a parameter applicable to all your tests and override its value only for certain tests.*

##### 5.6.2 - Parameters with DataProviders

Specifying parameters in testng.xml might not be sufficient if you need to pass complex parameters, or parameters that need to be created from Java (complex objects, objects read from a property file or a database, etc...). In this case, you can use a Data Provider to supply the values you need to test.  A Data Provider is a method on your class that returns an array of array of objects.  This method is annotated with @DataProvider:

### Java

view source

print?

|  |  |
| --- | --- |
| //This method will provide data to any test method that declares that its Data Provider | |
| //is named "test1" |

|  |
| --- |
| @DataProvider(name = "test1") |
| public Object[][] createData1() { | |

|  |
| --- |
| return new Object[][] { |
| { "Cedric", new Integer(36) }, | |

|  |  |
| --- | --- |
| { "Anne", new Integer(37)}, | |
| }; |

|  |  |
| --- | --- |
| } | |
|  |

|  |  |
| --- | --- |
| //This test method declares that its data should be supplied by the Data Provider | |
| //named "test1" |

|  |
| --- |
| @Test(dataProvider = "test1") |
| public void verifyData1(String n1, Integer n2) { | |

|  |  |
| --- | --- |
| System.out.println(n1 + " " + n2); | |
| } |

will print

view source

print?

|  |  |
| --- | --- |
| Cedric 36 | |
| Anne 37 |

A @Test method specifies its Data Provider with the dataProvider attribute.  This name must correspond to a method on the same class annotated with @DataProvider(name="...") with a matching name.

By default, the data provider will be looked for in the current test class or one of its base classes. If you want to put your data provider in a different class, it needs to be a static method or a class with a non-arg constructor, and you specify the class where it can be found in the dataProviderClass attribute:

### StaticProvider.java

view source

print?

|  |
| --- |
| public class StaticProvider { |
| @DataProvider(name = "create") | |

|  |  |
| --- | --- |
| public static Object[][] createData() { | |
| return new Object[][] { |

|  |  |
| --- | --- |
| new Object[] { new Integer(42) } | |
| }; |

|  |  |
| --- | --- |
| } | |
| } |

|  |
| --- |
|  |
| public class MyTest { | |

|  |  |
| --- | --- |
| @Test(dataProvider = "create", dataProviderClass = StaticProvider.class) | |
| public void test(Integer n) { |

|  |  |
| --- | --- |
| // ... | |
| } |

|  |
| --- |
| } |

The data provider supports injection too. TestNG will use the test context for the injection. The Data Provider method can return one of the following two types:

* An array of array of objects (Object[][]) where the first dimension's size is the number of times the test method will be invoked and the second dimension size contains an array of objects that must be compatible with the parameter types of the test method. This is the cast illustrated by the example above.
* An Iterator<Object[]>. The only difference with Object[][] is that an Iterator lets you create your test data lazily. TestNG will invoke the iterator and then the test method with the parameters returned by this iterator one by one. This is particularly useful if you have a lot of parameter sets to pass to the method and you don't want to create all of them upfront.

Here is an example of this feature:

view source

print?

|  |
| --- |
| @DataProvider(name = "test1") |
| public Iterator<Object[]> createData() { | |

|  |  |
| --- | --- |
| return new MyIterator(DATA); | |
| } |

If you declare your @DataProvider as taking a java.lang.reflect.Method as first parameter, TestNG will pass the current test method for this first parameter. This is particularly useful when several test methods use the same @DataProvider and you want it to return different values depending on which test method it is supplying data for.

For example, the following code prints the name of the test method inside its @DataProvider:

view source

print?

|  |
| --- |
| @DataProvider(name = "dp") |
| public Object[][] createData(Method m) { | |

|  |  |
| --- | --- |
| System.out.println(m.getName());  // print test method name | |
| return new Object[][] { new Object[] { "Cedric" }}; |

|  |  |
| --- | --- |
| } | |
|  |

|  |
| --- |
| @Test(dataProvider = "dp") |
| public void test1(String s) { | |

|  |  |
| --- | --- |
| } | |
|  |

|  |
| --- |
| @Test(dataProvider = "dp") |
| public void test2(String s) { | |

|  |
| --- |
| } |

and will therefore display:

view source

print?

|  |
| --- |
| test1 |
| test2 |

Data providers can run in parallel with the attribute parallel:

view source

print?

|  |  |
| --- | --- |
| @DataProvider(parallel = true) | |
| // ... |

Parallel data providers running from an XML file share the same pool of threads, which has a size of 10 by default. You can modify this value in the <suite> tag of your XML file:

view source

print?

|  |  |
| --- | --- |
| <suite name="Suite1" data-provider-thread-count="20" > | |
| ... |

If you want to run a few specific data providers in a different thread pool, you need to run them from a different XML file.

##### 5.6.3 - Parameters in reports

Parameters used to invoke your test methods are shown in the HTML reports generated by TestNG. Here is an example:

![http://testng.org/doc/pics/parameters.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAf8AAABlCAIAAADMGX14AAAT60lEQVR4nO2dz5HjuA6Hsa9eGOoY9tqquWwSch5WIFYeVhRzmNJcN4b26SUx78ACCiJAivpru/X7amvKq6ZIEKRACiKJv/78+UNjfv78+c///iEi+kX0gwAAAHw//vNsAQAAADyB/+b/fPv7dowcAAAAjiRr/X9Q+297lCQAAACOA54fAAA4I9m5/6+jpAAAAHAsE35/rPkBAIBvCTw/AABwRmD9AQDgjMD6AwDAGYH1BwCAM/JU6/8guhANzxTBwRVppagd0YXoQtQTPXarcomELZHewtGzYNF//T4SFqIrIqqLqvZISyvXj9ysclFSbd6+Oz0mC7rlhpK8i666pz4Xlx3zfp71H459ONewUtSO6IvoTnQnot1qXdJLLkQPc/FKdCcKe7pvRHei68aiLacjqojuRLV58Cql0n78wN+JGqIrV2pvBqILS7IHOz3/x3TLg9lDV1d+Im5EzQ7557klHtstKLP+7fzhdPKWuuDhXFDueoKt0ZSImmFQnabZzSSVZHv3um9dcCXP5s0kTTAQVUSUNeU1UUXUbSrALDpl+iuv/6xkpw6T6ZaZBt2wdm+kq4+CNDsZq4rottfYXGb9F4w8mwxW+4x4RxPZpmrrHr+G1Fxm1hxnp2Yqz7ZV/x5M94z54CZkuuX3eO4OZj+lVUTNLvObqd1exC9TnZrjtFzVhrt+r17M794tms4bJHUONdHVZGITPIhaoit7LYnoRlSp6x3Lo2UOY2kksCQId135SXBFtRpwSxQadh02xlLYSg1EHdGN6Eb04Iut+p2qdV7CxSxr64x66wLtXbgdJWca53ZRv4mo4ts7z221QMmFdSeiYTzflLrUptwqrZOHkTCFrUvQhvQHuTgYe1HYLXWD3rymCbVbVqjmjXQVYTMpMZKpUkqMSc0XN6XA+t9UIxF/NhQjWxF9EA3KA2tv0Yi3kZRtDS0a0g88n9KZ2ATSPzo2f91Ya9oYtUQ1t0GQ/8YKlUfXOhBcUa0G5HOZO9SFnD+IWu6OohZbqU8WIAj2xeXK71Sto3JtGy1721jc1k1CvXWB9i6cw4fpeI3KLRrSpJNU4z8tUHJDVJXVPUheqbLadLmpLvehJhyDEsDiPiYtay+Sv1OGdfBcIqluKQ1KKnPdNKSM3dxCdV3eSFcat+6TRrJOlFJoTEIdh43dBjO/+g4spSyoePC/4YnKTzMf4y+oklh/2XNfcGwC8cVfWTWSm1zXMstfRcXV+FviY+zfT4lqNVCZElPyhwQdF2or9TGu1If5naq1fkFJtdFcVra1q94S7aWevUbl9uU98w2XqOu7QMnldY8UWynh3S7t6mSy82fqQl5dRDDpM6kO4HZLoU43zZpCpej30pXgZqJxO49bylxjsrVzaf6aH1lrceeviEHisPIh3yTRXEnT86CaevgnE4RsrYLsIyoXP7kBBqLPYlGtBvLo18/7+K12slIRX54w5NVxloQp1rQ1JdS7WDb5Djyk79IzVmGZklfWPVWuq5NyCUtShqGx4j7sjpSU7ZYLKCw0xYvrKo/7VNrO45ay1aO6iALPT4Q7/oQ6yJt16hO5mKpIxQNRz286bv6TCaIi7JXopSlc1A7Hq3eXFXVSAEtkreQDTnmlJomE3GqOsKatKaHeNbLJZDDzPN/YmyEu3WVKLql7xlKkyrU6KZdwVl0aNZ13HZKpbrmGyUJdXl9Xc3FLdEuZ1ScXjExZZs79a3aJBobxPpF66tVJnGIu8jaUwk3wm390CQd35NDvx8kab+KfEdXVwCR6GXI/FnKy1i6ZWuclLO9tK9s6EKl3mfZ0bo/xeGMFqLy35rlKLqy7fL9J4ZbrdrlyCQtTdmpGmSLTLZdRUmiKV9aVnd1nSHVyW0r54/Dg9JvyV1FUd/kqHX380atQ9JXolvBXma/ZHRl6BUvNraUv3lWGkqBhUx6ui8vsorIVfbUmGak/WdnCN1VX1NpowJaoq9wTNeaWSKra6/e99/vKFj9V60hyXZyujl4p1I/LsitAaGlb01i9bp6R9qzOdRV6fmZo/Ck+Wvikx/gFSnZ16Na9G39nlgUbtVeu7h6RitzOT7zZR6S6petyHTu4o4lLoz57lndLnbnbNJOF1nzRGtZ30ZXuZvZJtMW5RpKM9uRBmzQmxJZw6zU/Zdb/NdG95zycs9aCHUuezkWNPQ+WcOuX9Nn0ZkzabzfyZKED0YfnnzyVrtaUss9mcpzyBt6Hfvxe8iLczGT5FcxZtAzsAL2lCr0Q/U7r5CS6WlPKZa/DV+Z/9X0R5DVcFoCegXPWmtg3ZZf5vwKV2vVGr3FKUsNrk+R/D9BbqlA7aZV9T+fR1eJS9jxC6p09PwAAAJYCzw8AAJwRWH8AADgjsP4AAHBGYP0BAOCMwPoDAMAZKVjxaTf+1a+xVGtXHuMdgPfEjpXMjXZTsRBUun6fi+xCdFtE1tUds+APAPBWFFj/mzp0u+LfX6+35XJDxKrKStvyQyKr8Rbw/dAb0MNZKHr5fxD4DOM0AGAR8z0/csTV1odNF9HOPxBtLrIrT9v6+6abEm+rM5QTRWR8+q3+KmMVTD8AIMEiv38wW7POvduKA4accIpTbazzSzlP9EmWNV8JiLfn6XvoAQAvzOqTHmzwTDmGTOJS2jTiSpoVWHUyeGa+aDmZPeMHl9HFmk7tV4myDQzeAQx6U7vYZTmyPDqEkubv6h44dIGOPqYlfIVTtAAAr8f8uf9DHZ/74DAad7bp/TgW6N1LIwaxZWM9cGyzK0fzkb/eOQi7RMK8KtOvE3Re0cM4aE49FUCn5IWmVzWSA2wfasjRyEggAcej0uULsMQNL0ei1g1s9MUtJhH7UtEUAADnZs7cX+yIrGapVJBrcZjUKiq0m+ZDBUGWael1PEUdzKqbKKyHTVCNA1LLXcHsbui3kZoSfwaXEStcbMYfJ8JZ/A0rRzNw+LBq0cqc6JVIwq1I5DIZG85zHhwAoIw51t/1IfR87q4NkjArjUYCq0ZrbGz02pIELZu/kk+gYjFTHxjk+sW7mGE/94scMGnjUFZP+jgPAHh51u32kuCZmUlrSRqXSbNVaHO1x6kEiR4e0XOGgZsXi3nZl/D1C6galu2DM9RkQu8CAM7KFnt9S4JnbhJYdVYCmh+ENiA+KP2aotfvh+FBXjt65VrR1ZTi8oGOK86E+BvJg+hCdMne2BFdVJUHfrOpxqOXuJUAAGBMwfn+ekWK9Z9kgqbaNS0rA6vqrNzgmVFITBuIdXLNj9CPh5MokmIU6rMZ36IjD0tAefFT9eo1IgrJW/EiqHZca8swHpAip5yIl9lvDAA4N4ju8qoM/K0YAAB2AKe8vSQPXsMDAAD7AOv/krTYpQUA2Je3jer+vdktjjMAAAQw9wcAgDMC6w8AAGdkwvNz+xsLBgEA4BuStf4/qP0Xh4QBAMA3BJ4fAAA4I9m5/6+jpAAAAHAsUys+sdcXAAC+I/D8AADAGYH1BwCAMwLrDwAAZwTWHwAAzshTrX8IY1Ie8uUYXJFWitpxwJZexZzZnBIJ23HUmp4Fi/6bFVx+c3RFRHVR1R5paeX6kZtVJLjmHl16p8dkQbfcUJJ30VX31OfiMp1kMc+z/sOxD+caVoraEX1xDEjardYlvcSNF3YlunMQmBsHwnwROo7NWZsHr1Iq7ccPfIi1eT0qss1AdNnzYL6dnv9juuXB7KGrKz8Rt2fE27hNhflbQZn1b+cPp5O31AUP54Jy13M3B+uXiJphUJ2m2c0klWTrRle2UQTmxhXYvJnuKj5lOOY6Y8prFUDtKXTK9Fde/1nJTh0m0y0zDbph7d5IVyWRsXcyViE83z5jc5n1XzDybDJY7TPiHU1km6pXCtuSmsvMmuPs1Ezl2bbq34Pp3jb+WqZbfo/n7mD2U1pF1Owyvyk43z+8THVqjiPBdW1IWyK6e7doOm+Q1DnoIL2SiU0Q4t9e2WtJHBFFrncsj5Y5jKWRwJIg3CVRfF1RrQbcEoWGXYc2nrCtVAjYe+MAv+Fiq36nap2XcDHL2jqj3rpAexduR8mZxrld1G8iqvj2znNbLVByYd2JaBjPN6UutSm3SuvkYSRMYesStCH9QS4Oxl4UdkvdoDevaULtlhWqeSNdRdhMSoxkqpQSY1LzxU0psP431UjEnw3FyFZEH0SD8sDaWzTibSRlW0OLXjkeesevopKJTSD9o2Pz1421po1RS1RzG7QcOavmHwHrQHBFtRqQz2XuUBdy/iBquTuKWmylPlmAINgXlyu/U7WOyrVttOxtY3FbNwn11gXau3AOH6bjNSq3aEiTTlKN/7RAyQ1RVVb3IHmlymrT5aa63IeacAxKAIv7mLSsvUj+ThnWwXOJpLqlNCipzHXTkDJ2cwvVdXkjXWncuk8ayTpRSqExCXUcNnYbzPzqO7CUsqDiwf+GJyo/zXyMv6BKYv1lz33BsQnEF39l1Uhucl3LLH8VFVfjb4mPsX8/JarVQGVKTMkfEnRcqK3Ux7hSH+Z3qtb6BSXVRnNZ2daueku0l3r2GpXbl/fMN1yiru8CJZfXPVJspYR3u7Srk8nOn6kLeXURwaTPpDqA2y2FOt00awqVot9LV4KbicbtPG4pc43J1s6l+Wt+ZK3Fnb8iBonDyod8k0RzJU3Pg2rq4Z9MELK1CrKPqFz85AYYiD6LRbUayKNfP+/jt9rJSkV8ecKQV8dZEqZY09aUUO9i2eQ78JC+S89YhWVKXln3VLmuTsolLEkZhsaK+7A7UlK2Wy6gsNAUL66rPO5TaTuPW8pWj+oi5sf1dcefUAd5s059IhdTFal4IOr5TcfNfzJBVIS9Er00hYva4Xj17rKiTgpgiayVfMApr9QkkZBbzRHWtDUl1LtGNpkMZp7nG3szxKW7TMkldc9YilS5ViflEs6qS6Om865DMtUt1zBZqMvr62ouboluKbP65IKRKcvMuX/NLtHAMN4nUk+9OolTzEXehlK4CX7zjy7h4I4c+v04WeNN/DOiuhqYRC9D7sdCTtbaJVPrvITlvW1lWwci9S7Tns7tMR5vrACV99Y8V8mFdZfvNyncct0uVy5hYcpOzShTZLrlMkoKTfHKurKz+wypTm5LKX8cHpx+U/768+dPdOnnz5///O8fIqJffMKzfJWOPv7oVSj6SnRL+KvM1+yODL2CpebW0hfvKkNJ0LApD9fFZXZR2Yq+WpOM1J+sbOGbqitqbTRgS9RV7okac0skVe31+977fWWLn6p1JLkuTldHrxTqx2XZFSC0tK1prF43z0h7Vue6Cj0/MzT+FB8tfNJj/AIluzp0696NvzPLgo3aK1d3j0hFbucn3uwjUt3SdbmOHdzRxKVRnz3Lu6XO3G2ayUJrvmgN67voSncz+yTa4lwjSUZ78qBNGhNiS7j1mp8y6/+a6N5zHs5Za8GOJU/nosaeB0u49Uv6bHozJu23G3my0IHow/NPnkpXa0rZZzM5TnkD70M/fi95EW5msvwK5ixaBnaA3lKFXoh+p3VyEl2tKeWy1+Er87/6vgjyGi4LQM/AOWtN7Juyy/xfgUrteqPXOCWp4bVJ8r8H6C1VqJ20yr6n8+hqcSl7HiH1zp4fAAAAS4HnBwAAzgisPwAAnBFYfwAAOCOw/gAAcEZg/QEA4IwUrPi0G//q11iqdQCXQ/ZV6c2EdisyjZtgrvLDvZvsqRE5S/aFAgBem4K5/40fdQn6Opi90d+SYOl+T6TagKs5WdqKEbg/b9zVQ9SgfttTbmD6AXgH5nt+5IirrQ+bLqKdfyDaYnQEj73RJ7VF481jnT298fm9a5ADTGTjSRBy4PzvPDLB9APwJizy+wdTMuvcu604bMh5jGN9HIAMAMOTRtYM+uDMmq+QOnAt8Ns7LRUA8JKsPunBBs+UY8gkLqVNI/HbZgVWnQyemS9aTmYv2WYtB3EM48NvZZO6nPbX8DZu97rVUmbf9iePNFJ6751QGGVI6iwt2UAfCSOz8kJJUgwcKcFV4HCaD0IAvD/z5/4PdXzug8NoyPeAfhwL9O6lESPVsrEeOLbZVc18Wz4G7zaOhHlVpl8n6Lyih3HQnLo4gE6I6/LJv/VH1zDblfghffY6scG9cqi5zCcTnYnghpfpVew6Msf+SHBzN4h8iSQuEiRv8AakAW4fAN6JOdZf4k/KupR8uF1KpFkTWJXSCdyQmI+yILQRElBCT/kjUhna6zI8EJ/Ln3El6QDCQza0pDRB9Cfic9Xt1H6WJK5skqeNAwW3DwBvxRzPj7tqsOdzd22QhFlpNBJYNVr7aKPXliRoeVpa7pT4rV5QAovPfRWRLt5FS83llhxpaVdbBtwxY64kKeQ8yyjsJdw+ALwV6/z+JcEztw2sOisBmUCsha6JSk1yw72PRIzfkqwC5SvuGxXULEXHrrDy4IgLJEkhUdUEuH0AeDe22OtbEjxzk8CqsxLQ/CC0gdYLk0srQkrV49t7Tw9RMOvoh/V6hRwqk1W+jq4kD6IL0SV7b0d0URq203y4fQB4NwrO989vNM0ETdWROTcJrKqzcoNnRiExbSDWyTU/NvyC9pOECK6d+l9ZcVQlrodMotCgUek2Pq0s3XkYX1mtgo7SeFUP8Y3iE5MVPnLFSiJFZJxjkR/Mvj3sGYMCALAHiO4CiIhfAl4wchYAYB9wyhvglVFw3ANwJmD9AVG70TFwAID34W2juoMNgcsegPOBuT8AAJwRWH8AADgjE56f29+LV7kDAAB4XbLW/we1/54hjAsAAJwOeH4AAOCMZOf+v46SAgAAwLFMrfjEXl8AAPiOwPMDAABnBNYfAADOyP8BNKUBLpfsVzoAAAAASUVORK5CYII=)

#### 5.7 - Dependencies

Sometimes, you need your test methods to be invoked in a certain order.  Here are a few examples:

* To make sure a certain number of test methods have completed and succeeded before running more test methods.
* To initialize your tests while wanting this initialization methods to be test methods as well (methods tagged with @Before/After will not be part of the final report).

TestNG allows you to specify dependencies either with annotations or in XML.

##### 5.7.1 - Dependencies with annotations

You can use the attributes dependsOnMethods or dependsOnGroups, found on the @Test annotation.

There are two kinds of dependencies:

* **Hard dependencies**. All the methods you depend on must have run and succeeded for you to run. If at least one failure occurred in your dependencies, you will not be invoked and marked as a SKIP in the report.
* **Soft dependencies**. You will always be run after the methods you depend on, even if some of them have failed. This is useful when you just want to make sure that your test methods are run in a certain order but their success doesn't really depend on the success of others. A soft dependency is obtained by adding "alwaysRun=true" in your @Test annotation.

Here is an example of a hard dependency:

view source

print?

|  |
| --- |
| @Test |
| public void serverStartedOk() {} | |

|  |
| --- |
|  |
| @Test(dependsOnMethods = { "serverStartedOk" }) | |

|  |
| --- |
| public void method1() {} |

In this example, method1() is declared as depending on method serverStartedOk(), which guarantees that serverStartedOk() will always be invoked first.

You can also have methods that depend on entire groups:

view source

print?

|  |
| --- |
| @Test(groups = { "init" }) |
| public void serverStartedOk() {} | |

|  |
| --- |
|  |
| @Test(groups = { "init" }) | |

|  |  |
| --- | --- |
| public void initEnvironment() {} | |
|  |

|  |  |
| --- | --- |
| @Test(dependsOnGroups = { "init.\*" }) | |
| public void method1() {} |

In this example, method1() is declared as depending on any group matching the regular expression "init.\*", which guarantees that the methods serverStartedOk() and initEnvironment() will always be invoked before method1().

*Note:  as stated before, the order of invocation for methods that belong in the same group is not guaranteed to be the same across test runs.*

If a method depended upon fails and you have a hard dependency on it (alwaysRun=false, which is the default), the methods that depend on it are **not** marked as FAIL but as SKIP.  Skipped methods will be reported as such in the final report (in a color that is neither red nor green in HTML), which is important since skipped methods are not necessarily failures.

Both dependsOnGroups and dependsOnMethods accept regular expressions as parameters.  For dependsOnMethods, if you are depending on a method which happens to have several overloaded versions, all the overloaded methods will be invoked.  If you only want to invoke one of the overloaded methods, you should use dependsOnGroups.

For a more advanced example of dependent methods, please refer to this article, which uses inheritance to provide an elegant solution to the problem of multiple dependencies.

By default, dependent methods are grouped by class. For example, if method b() depends on method a() and you have several instances of the class that contains these methods (because of a factory of a data provider), then the invocation order will be as follows:

view source

print?

|  |
| --- |
| a(1) |
| a(2) |

|  |
| --- |
| b(2) |
| b(2) |

TestNG will not run b() until all the instances have invoked their a() method.

This behavior might not be desirable in certain scenarios, such as for example testing a sign in and sign out of a web browser for various countries. In such a case, you would like the following ordering:

view source

print?

|  |
| --- |
| signIn("us") |
| signOut("us") | |

|  |
| --- |
| signIn("uk") |
| signOut("uk") | |

For this ordering, you can use the XML attribute group-by-instances. This attribute is valid either on <suite> or <test>:

view source

print?

|  |  |
| --- | --- |
| <suite name="Factory" group-by-instances="true"> | |
| or |

|  |
| --- |
| <test name="Factory" group-by-instances="true"> |

##### 5.7.2 - Dependencies in XML

Alternatively, you can specify your group dependencies in the testng.xml file. You use the <dependencies> tag to achieve this:

view source

print?

|  |  |
| --- | --- |
| <test name="My suite"> | |
| <groups> |

|  |
| --- |
| <dependencies> |
| <group name="c" depends-on="a  b" /> | |

|  |  |
| --- | --- |
| <group name="z" depends-on="c" /> | |
| </dependencies> |

|  |  |
| --- | --- |
| </groups> | |
| </test> |

The <depends-on> attribute contains a space-separated list of groups.

#### 5.8 - Factories

Factories allow you to create tests dynamically. For example, imagine you want to create a test method that will access a page on a Web site several times, and you want to invoke it with different values:

### TestWebServer.java

view source

print?

|  |
| --- |
| public class TestWebServer { |
| @Test(parameters = { "number-of-times" }) | |

|  |  |
| --- | --- |
| public void accessPage(int numberOfTimes) { | |
| while (numberOfTimes-- > 0) { |

|  |  |
| --- | --- |
| // access the web page | |
| } |

|  |  |
| --- | --- |
| } | |
| } |

### testng.xml

view source

print?

|  |
| --- |
| <test name="T1"> |
| <parameter name="number-of-times" value="10"/> | |

|  |  |
| --- | --- |
| <class name= "TestWebServer" /> | |
| </test> |

|  |
| --- |
|  |
| <test name="T2"> | |

|  |  |
| --- | --- |
| <parameter name="number-of-times" value="20"/> | |
| <class name= "TestWebServer"/> |

|  |  |
| --- | --- |
| </test> | |
|  |

|  |
| --- |
| <test name="T3"> |
| <parameter name="number-of-times" value="30"/> | |

|  |  |
| --- | --- |
| <class name= "TestWebServer"/> | |
| </test> |

This can become quickly impossible to manage, so instead, you should use a factory:

### WebTestFactory.java

view source

print?

|  |  |
| --- | --- |
| public class WebTestFactory { | |
| @Factory |

|  |
| --- |
| public Object[] createInstances() { |
| Object[] result = new Object[10]; |

|  |
| --- |
| for (int i = 0; i < 10; i++) { |
| result[i] = new WebTest(i \* 10); | |

|  |
| --- |
| } |
| return result; | |

|  |  |
| --- | --- |
| } | |
| } |

and the new test class is now:

### WebTest.java

view source

print?

|  |
| --- |
| public class WebTest { |
| private int m\_numberOfTimes; | |

|  |
| --- |
| public WebTest(int numberOfTimes) { |
| m\_numberOfTimes = numberOfTimes; | |

|  |  |
| --- | --- |
| } | |
|  |

|  |
| --- |
| @Test |
| public void testServer() { | |

|  |  |
| --- | --- |
| for (int i = 0; i < m\_numberOfTimes; i++) { | |
| // access the web page |

|  |  |
| --- | --- |
| } | |
| } |

|  |
| --- |
| } |

Your testng.xml only needs to reference the class that contains the factory method, since the test instances themselves will be created at runtime:

view source

print?

|  |
| --- |
| <class name="WebTestFactory" /> |

The factory method can receive parameters just like @Test and @Before/After and it must return Object[].  The objects returned can be of any class (not necessarily the same class as the factory class) and they don't even need to contain TestNG annotations (in which case they will be ignored by TestNG).

Factories can also be used with data providers, and you can leverage this functionality by putting the @Factory annotation either on a regular method or on a constructor. Here is an example of a constructor factory:

view source

print?

|  |
| --- |
| @Factory(dataProvider = "dp") |
| public FactoryDataProviderSampleTest(int n) { | |

|  |  |
| --- | --- |
| super(n); | |
| } |

|  |
| --- |
|  |
| @DataProvider | |

|  |  |
| --- | --- |
| static public Object[][] dp() { | |
| return new Object[][] { |

|  |
| --- |
| new Object[] { 41 }, |
| new Object[] { 42 }, |

|  |  |
| --- | --- |
| }; | |
| } |

The example will make TestNG create two test classes, on with the constructor invoked with the value 41 and the other with 42.

#### 5.9 - Class level annotations

The @Test annotation can be put on a class instead of a test method:

### Test1.java

view source

print?

|  |
| --- |
| @Test |
| public class Test1 { | |

|  |  |
| --- | --- |
| public void test1() { | |
| } |

|  |
| --- |
|  |
| public void test2() { | |

|  |  |
| --- | --- |
| } | |
| } |

The effect of a class level @Test annotation is to make all the public methods of this class to become test methods even if they are not annotated. You can still repeat the @Test annotation on a method if you want to add certain attributes.

For example:

### Test1.java

view source

print?

|  |
| --- |
| @Test |
| public class Test1 { | |

|  |  |
| --- | --- |
| public void test1() { | |
| } |

|  |
| --- |
|  |
| @Test(groups = "g1") | |

|  |  |
| --- | --- |
| public void test2() { | |
| } |

|  |
| --- |
| } |

will make both test1() and test2() test methods but on top of that, test2() now belongs to the group "g1".

#### 5.10 - Parallelism and time-outs

You can instruct TestNG to run your tests in separate threads in various ways.

##### 5.10.1 - Parallel suites

This is useful if you are running several suite files (e.g. "java org.testng.TestNG testng1.xml testng2.xml") and you want each of these suites to be run in a separate thread. You can use the following command line flag to specify the size of a thread pool:

view source

print?

|  |
| --- |
| java org.testng.TestNG -suitethreadpoolsize 3 testng1.xml testng2.xml testng3.xml |

The corresponding ant task name is suitethreadpoolsize.

##### 5.10.2 - Parallel tests, classes and methods

The *parallel* attribute on the <suite> tag can take one of following values:

view source

print?

|  |
| --- |
| <suite name="My suite" parallel="methods" thread-count="5"> |

view source

print?

|  |
| --- |
| <suite name="My suite" parallel="tests" thread-count="5"> |

view source

print?

|  |
| --- |
| <suite name="My suite" parallel="classes" thread-count="5"> |

view source

print?

|  |
| --- |
| <suite name="My suite" parallel="instances" thread-count="5"> |

* **parallel="methods"**: TestNG will run all your test methods in separate threads. Dependent methods will also run in separate threads but they will respect the order that you specified.
* **parallel="tests"**: TestNG will run all the methods in the same <test> tag in the same thread, but each <test> tag will be in a separate thread. This allows you to group all your classes that are not thread safe in the same <test> and guarantee they will all run in the same thread while taking advantage of TestNG using as many threads as possible to run your tests.
* **parallel="classes"**: TestNG will run all the methods in the same class in the same thread, but each class will be run in a separate thread.
* **parallel="instances"**: TestNG will run all the methods in the same instance in the same thread, but two methods on two different instances will be running in different threads.

Additionally, the attribute *thread-count* allows you to specify how many threads should be allocated for this execution.

*Note: the @Test attribute timeOut works in both parallel and non-parallel mode.*

You can also specify that a @Test method should be invoked from different threads. You can use the attribute threadPoolSize to achieve this result:

view source

print?

|  |  |
| --- | --- |
| @Test(threadPoolSize = 3, invocationCount = 10,  timeOut = 10000) | |
| public void testServer() { |

In this example, the function testServer will be invoked ten times from three different threads. Additionally, a time-out of ten seconds guarantees that none of the threads will block on this thread forever.

#### 5.11 - Rerunning failed tests

Every time tests fail in a suite, TestNG creates a file called testng-failed.xml in the output directory. This XML file contains the necessary information to rerun only these methods that failed, allowing you to quickly reproduce the failures without having to run the entirety of your tests.  Therefore, a typical session would look like this:

view source

print?

|  |
| --- |
| java -classpath testng.jar;%CLASSPATH% org.testng.TestNG -d test-outputs testng.xml |
| java -classpath testng.jar;%CLASSPATH% org.testng.TestNG -d test-outputs test-outputs\testng-failed.xml |

Note that testng-failed.xml will contain all the necessary dependent methods so that you are guaranteed to run the methods that failed without any SKIP failures.

#### 5.12 - JUnit tests

TestNG can run JUnit 3 and JUnit 4 tests.  All you need to do is put the JUnit jar file on the classpath, specify your JUnit test classes in the testng.classNames property and set the testng.junit property to true:

### testng.xml

view source

print?

|  |  |
| --- | --- |
| <test name="Test1" junit="true"> | |
| <classes> |

|  |
| --- |
| <!-- ... --> |

The behavior of TestNG in this case is similar to JUnit depending on the JUnit version found on the class path:

* JUnit 3:
  + All methods starting with test\* in your classes will be run
  + If there is a method setUp() on your test class, it will be invoked before every test method
  + If there is a method tearDown() on your test class, it will be invoked before after every test method
  + If your test class contains a method suite(), all the tests returned by this method will be invoked
* JUnit 4:
  + TestNG will use the org.junit.runner.JUnitCore runner to run your tests

#### 5.13 - Running TestNG programmatically

You can invoke TestNG from your own programs very easily:

### Java

view source

print?

|  |  |
| --- | --- |
| TestListenerAdapter tla = new TestListenerAdapter(); | |
| TestNG testng = new TestNG(); |

|  |  |
| --- | --- |
| testng.setTestClasses(new Class[] { Run2.class }); | |
| testng.addListener(tla); |

|  |
| --- |
| testng.run(); |

This example creates a TestNG object and runs the test class Run2. It also adds a TestListener. You can either use the adapter class org.testng.TestListenerAdapter or implement org.testng.ITestListener yourself. This interface contains various callback methods that let you keep track of when a test starts, succeeds, fails, etc...

Similary, you can invoke TestNG on a testng.xml file or you can create a virtual testng.xml file yourself. In order to do this, you can use the classes found the package org.testng.xml: XmlClass, XmlTest, etc... Each of these classes correspond to their XML tag counterpart.

For example, suppose you want to create the following virtual file:

view source

print?

|  |
| --- |
| <suite name="TmpSuite" > |
| <test name="TmpTest" > |

|  |
| --- |
| <classes> |
| <class name="test.failures.Child"  /> | |

|  |  |
| --- | --- |
| <classes> | |
| </test> |

|  |
| --- |
| </suite> |

You would use the following code:

view source

print?

|  |  |
| --- | --- |
| XmlSuite suite = new XmlSuite(); | |
| suite.setName("TmpSuite"); |

|  |
| --- |
|  |
| XmlTest test = new XmlTest(suite); | |

|  |
| --- |
| test.setName("TmpTest"); |
| List<XmlClass> classes = new ArrayList<XmlClass>(); | |

|  |  |
| --- | --- |
| classes.add(new XmlClass("test.failures.Child")); | |
| test.setXmlClasses(classes) ; |

And then you can pass this XmlSuite to TestNG:

view source

print?

|  |  |
| --- | --- |
| List<XmlSuite> suites = new ArrayList<XmlSuite>(); | |
| suites.add(suite); |

|  |  |
| --- | --- |
| TestNG tng = new TestNG(); | |
| tng.setXmlSuites(suites); |

|  |
| --- |
| tng.run(); |

Please see the JavaDocs for the entire API.

#### 5.14 - BeanShell and advanced group selection

If the <include> and <exclude> tags in testng.xml are not enough for your needs, you can use a BeanShell expression to decide whether a certain test method should be included in a test run or not. You specify this expression just under the <test> tag:

### testng.xml

view source

print?

|  |  |
| --- | --- |
| <test name="BeanShell test"> | |
| <method-selectors> |

|  |
| --- |
| <method-selector> |
| <script language="beanshell"><![CDATA[ | |

|  |  |
| --- | --- |
| groups.containsKey("test1") | |
| ]]></script> |

|  |  |
| --- | --- |
| </method-selector> | |
| </method-selectors> |

|  |
| --- |
| <!-- ... --> |

When a <script> tag is found in testng.xml, TestNG will ignore subsequent <include> and <exclude> of groups and methods in the current <test> tag:  your BeanShell expression will be the only way to decide whether a test method is included or not.

Here are additional information on the BeanShell script:

* It must return a boolean value.  Except for this constraint, any valid BeanShell code is allowed (for example, you might want to return true during week days and false during weekends, which would allow you to run tests differently depending on the date).
* TestNG defines the following variables for your convenience:  
    **java.lang.reflect.Method method**:  the current test method.  
    **org.testng.ITestNGMethod testngMethod**:  the description of the current test method.  
    **java.util.Map<String, String> groups**:  a map of the groups the current test method belongs to.
* You might want to surround your expression with a CDATA declaration (as shown above) to avoid tedious quoting of reserved XML characters).

#### 5.15 - Annotation Transformers

TestNG allows you to modify the content of all the annotations at runtime. This is especially useful if the annotations in the source code are right most of the time, but there are a few situations where you'd like to override their value.

In order to achieve this, you need to use an Annotation Transformer.

An Annotation Transformer is a class that implements the following interface:

view source

print?

|  |  |
| --- | --- |
| public interface IAnnotationTransformer { | |
|  |

|  |
| --- |
| /\*\* |
| \* This method will be invoked by TestNG to give you a chance | |

|  |  |
| --- | --- |
| \* to modify a TestNG annotation read from your test classes. | |
| \* You can change the values you need by calling any of the |

|  |  |
| --- | --- |
| \* setters on the ITest interface. | |
| \* |

|  |  |
| --- | --- |
| \* Note that only one of the three parameters testClass, | |
| \* testConstructor and testMethod will be non-null. |

|  |
| --- |
| \* |
| \* @param annotation The annotation that was read from your | |

|  |
| --- |
| \* test class. |
| \* @param testClass If the annotation was found on a class, this | |

|  |
| --- |
| \* parameter represents this class (null otherwise). |
| \* @param testConstructor If the annotation was found on a constructor, | |

|  |  |
| --- | --- |
| \* this parameter represents this constructor (null otherwise). | |
| \* @param testMethod If the annotation was found on a method, |

|  |  |
| --- | --- |
| \* this parameter represents this method (null otherwise). | |
| \*/ |

|  |  |
| --- | --- |
| public void transform(ITest annotation, Class testClass, | |
| Constructor testConstructor, Method testMethod); |

|  |
| --- |
| } |

Like all the other TestNG listeners, you can specify this class either on the command line or with ant:

view source

print?

|  |
| --- |
| java org.testng.TestNG -listener MyTransformer testng.xml |

or programmatically:

view source

print?

|  |
| --- |
| TestNG tng = new TestNG(); |
| tng.setAnnotationTransformer(new MyTransformer()); | |

|  |
| --- |
| // ... |

When the method transform() is invoked, you can call any of the setters on the ITest test parameter to alter its value before TestNG proceeds further.

For example, here is how you would override the attribute invocationCount but only on the test method invoke() of one of your test classes:

view source

print?

|  |  |
| --- | --- |
| public class MyTransformer implements IAnnotationTransformer { | |
| public void transform(ITest annotation, Class testClass, |

|  |  |
| --- | --- |
| Constructor testConstructor, Method testMethod) | |
| { |

|  |  |
| --- | --- |
| if ("invoke".equals(testMethod.getName())) { | |
| annotation.setInvocationCount(5); |

|  |  |
| --- | --- |
| } | |
| } |

|  |
| --- |
| } |

IAnnotationTransformer only lets you modify a @Test annotation. If you need to modify another TestNG annotation (a configuration annotation, @Factory or @DataProvider), use an IAnnotationTransformer2.

#### 5.16 - Method Interceptors

Once TestNG has calculated in what order the test methods will be invoked, these methods are split in two groups:

* Methods run sequentially. These are all the test methods that have dependencies or dependents. These methods will be run in a specific order.
* Methods run in no particular order. These are all the methods that don't belong in the first category. The order in which these test methods are run is random and can vary from one run to the next (although by default, TestNG will try to group test methods by class).

In order to give you more control on the methods that belong to the second category, TestNG defines the following interface:

view source

print?

|  |  |
| --- | --- |
| public interface IMethodInterceptor { | |
|  |

|  |  |
| --- | --- |
| List<IMethodInstance> intercept(List<IMethodInstance> methods, ITestContext context); | |
|  |

|  |
| --- |
| } |

The list of methods passed in parameters are all the methods that can be run in any order. Your intercept method is expected to return a similar list of IMethodInstance, which can be either of the following:

* The same list you received in parameter but in a different order.
* A smaller list of IMethodInstance objects.
* A bigger list of IMethodInstance objects.

Once you have defined your interceptor, you pass it to TestNG as a listener. For example:

### Shell

view source

print?

|  |  |
| --- | --- |
| java -classpath "testng-jdk15.jar:test/build" org.testng.TestNG -listener test.methodinterceptors.NullMethodInterceptor | |
| -testclass test.methodinterceptors.FooTest |

For the equivalent ant syntax, see the listeners attribute in the ant documentation.

For example, here is a Method Interceptor that will reorder the methods so that test methods that belong to the group "fast" are always run first:

view source

print?

|  |  |
| --- | --- |
| public List<IMethodInstance> intercept(List<IMethodInstance> methods, ITestContext context) { | |
| List<IMethodInstance> result = new ArrayList<IMethodInstance>(); |

|  |
| --- |
| for (IMethodInstance m : methods) { |
| Test test = m.getMethod().getConstructorOrMethod().getAnnotation(Test.class); | |

|  |  |
| --- | --- |
| Set<String> groups = new HashSet<String>(); | |
| for (String group : test.groups()) { |

|  |  |
| --- | --- |
| groups.add(group); | |
| } |

|  |  |
| --- | --- |
| if (groups.contains("fast")) { | |
| result.add(0, m); |

|  |
| --- |
| } |
| else { | |

|  |  |
| --- | --- |
| result.add(m); | |
| } |

|  |
| --- |
| } |
| return result; | |

|  |
| --- |
| } |

#### 5.17 - TestNG Listeners

There are several interfaces that allow you to modify TestNG's behavior. These interfaces are broadly called "TestNG Listeners". Here are a few listeners:

* IAnnotationTransformer (doc, javadoc)
* IAnnotationTransformer2 (doc, javadoc)
* IHookable (doc, javadoc)
* IInvokedMethodListener (doc, javadoc)
* IMethodInterceptor (doc, javadoc)
* IReporter (doc, javadoc)
* ISuiteListener (doc, javadoc)
* ITestListener (doc, javadoc)

When you implement one of these interfaces, you can let TestNG know about it with either of the following ways:

* Using -listener on the command line.
* Using <listeners> with ant.
* Using <listeners> in your testng.xml file.
* Using the @Listeners annotation on any of your test classes.
* Using ServiceLoader.

##### 5.17.1 - Specifying listeners with testng.xml or in Java

Here is how you can define listeners in your testng.xml file:

view source

print?

|  |  |
| --- | --- |
| <suite> | |
|  |

|  |
| --- |
| <listeners> |
| <listener class-name="com.example.MyListener" /> | |

|  |  |
| --- | --- |
| <listener class-name="com.example.MyMethodInterceptor" /> | |
| </listeners> |

|  |
| --- |
|  |
| ... | |

Or if you prefer to define these listeners in Java:

view source

print?

|  |  |
| --- | --- |
| @Listeners({ com.example.MyListener.class, com.example.MyMethodInterceptor.class }) | |
| public class MyTest { |

|  |  |
| --- | --- |
| // ... | |
| } |

The @Listeners annotation can contain any class that extends org.testng.ITestNGListener **except** IAnnotationTransformer and IAnnotationTransformer2. The reason is that these listeners need to be known very early in the process so that TestNG can use them to rewrite your annotations, therefore you need to specify these listeners in your testng.xml file.

Note that the @Listeners annotation will apply to your entire suite file, just as if you had specified it in a testng.xml file. If you want to restrict its scope (for example, only running on the current class), the code in your listener could first check the test method that's about to run and decide what to do then. Here's how it can be done.

1. First define a new custom annotation that can be used to specify this restriction:

view source

print?

|  |  |
| --- | --- |
| @Retention(RetentionPolicy.RUNTIME) | |
| @Target ({ElementType.TYPE}) |

|  |
| --- |
| public @interface DisableListener {} |

1. Add an edit check as below within your regular listeners:

view source

print?

|  |
| --- |
| public void beforeInvocation(IInvokedMethod iInvokedMethod, ITestResult iTestResult) { |
| ConstructorOrMethod consOrMethod =iInvokedMethod.getTestMethod().getConstructorOrMethod(); |

|  |  |
| --- | --- |
| DisableListener disable = consOrMethod.getMethod().getDeclaringClass().getAnnotation(DisableListener.class); | |
| if (disable != null) { |

|  |  |
| --- | --- |
| return; | |
| } |

|  |  |
| --- | --- |
| //else resume your normal operations | |
| } |

1. Annotate test classes wherein the listener is not to be invoked:

view source

print?

|  |
| --- |
| @DisableListener |
| @Listeners({ com.example.MyListener.class, com.example.MyMethodInterceptor.class }) | |

|  |  |
| --- | --- |
| public class MyTest { | |
| // ... |

|  |
| --- |
| } |

##### 5.17.2 - Specifying listeners with ServiceLoader

Finally, the JDK offers a very elegant mechanism to specify implementations of interfaces on the class path via the ServiceLoader class.

With ServiceLoader, all you need to do is create a jar file that contains your listener(s) and a few configuration files, put that jar file on the classpath when you run TestNG and TestNG will automatically find them.

Here is a concrete example of how it works.

Let's start by creating a listener (any TestNG listener should work):

view source

print?

|  |  |
| --- | --- |
| package test.tmp; | |
|  |

|  |  |
| --- | --- |
| public class TmpSuiteListener implements ISuiteListener { | |
| @Override |

|  |  |
| --- | --- |
| public void onFinish(ISuite suite) { | |
| System.out.println("Finishing"); |

|  |  |
| --- | --- |
| } | |
|  |

|  |
| --- |
| @Override |
| public void onStart(ISuite suite) { | |

|  |  |
| --- | --- |
| System.out.println("Starting"); | |
| } |

|  |
| --- |
| } |

Compile this file, then create a file at the location META-INF/services/org.testng.ITestNGListener, which will name the implementation(s) you want for this interface.

You should end up with the following directory structure, with only two files:

view source

print?

|  |
| --- |
| $ tree |
| |\_\_\_\_META-INF | |

|  |
| --- |
| | |\_\_\_\_services |
| | | |\_\_\_\_org.testng.ITestNGListener | |

|  |
| --- |
| |\_\_\_\_test |
| | |\_\_\_\_tmp | |

|  |  |
| --- | --- |
| | | |\_\_\_\_TmpSuiteListener.class | |
|  |

|  |  |
| --- | --- |
| $ cat META-INF/services/org.testng.ITestNGListener | |
| test.tmp.TmpSuiteListener |

Create a jar of this directory:

view source

print?

|  |  |
| --- | --- |
| $ jar cvf ../sl.jar . | |
| added manifest |

|  |
| --- |
| ignoring entry META-INF/ |
| adding: META-INF/services/(in = 0) (out= 0)(stored 0%) | |

|  |  |
| --- | --- |
| adding: META-INF/services/org.testng.ITestNGListener(in = 26) (out= 28)(deflated -7%) | |
| adding: test/(in = 0) (out= 0)(stored 0%) |

|  |
| --- |
| adding: test/tmp/(in = 0) (out= 0)(stored 0%) |
| adding: test/tmp/TmpSuiteListener.class(in = 849) (out= 470)(deflated 44%) | |

Next, put this jar file on your classpath when you invoke TestNG:

view source

print?

|  |  |
| --- | --- |
| $ java -classpath sl.jar:testng.jar org.testng.TestNG testng-single.yaml | |
| Starting |

|  |
| --- |
| f2 11 2 |
| PASSED: f2("2") | |

|  |
| --- |
| Finishing |

This mechanism allows you to apply the same set of listeners to an entire organization just by adding a jar file to the classpath, instead of asking every single developer to remember to specify these listeners in their testng.xml file.

#### 5.18 - Dependency injection

TestNG supports two different kinds of dependency injection: native (performed by TestNG itself) and external (performed by a dependency injection framework such as Guice).

##### 5.18.1 - Native dependency injection

TestNG lets you declare additional parameters in your methods. When this happens, TestNG will automatically fill these parameters with the right value. Dependency injection can be used in the following places:

* Any @Before method or @Test method can declare a parameter of type ITestContext.
* Any @AfterMethod method can declare a parameter of type ITestResult, which will reflect the result of the test method that was just run.
* Any @Before and @After methods can declare a parameter of type XmlTest, which contain the current <test> tag.
* Any @BeforeMethod (and @AfterMethod) can declare a parameter of type java.lang.reflect.Method. This parameter will receive the test method that will be called once this @BeforeMethod finishes (or after the method as run for @AfterMethod).
* Any @BeforeMethod can declare a parameter of type Object[]. This parameter will receive the list of parameters that are about to be fed to the upcoming test method, which could be either injected by TestNG, such as java.lang.reflect.Method or come from a @DataProvider.
* Any @DataProvider can declare a parameter of type ITestContext or java.lang.reflect.Method. The latter parameter will receive the test method that is about to be invoked.

You can turn off injection with the @NoInjection annotation:

view source

print?

|  |  |
| --- | --- |
| public class NoInjectionTest { | |
|  |

|  |
| --- |
| @DataProvider(name = "provider") |
| public Object[][] provide() throws Exception { | |

|  |  |
| --- | --- |
| return new Object[][] { { CC.class.getMethod("f") } }; | |
| } |

|  |
| --- |
|  |
| @Test(dataProvider = "provider") | |

|  |  |
| --- | --- |
| public void withoutInjection(@NoInjection Method m) { | |
| Assert.assertEquals(m.getName(), "f"); |

|  |  |
| --- | --- |
| } | |
|  |

|  |
| --- |
| @Test(dataProvider = "provider") |
| public void withInjection(Method m) { | |

|  |  |
| --- | --- |
| Assert.assertEquals(m.getName(), "withInjection"); | |
| } |

|  |
| --- |
| } |

##### 5.18.2 - Guice dependency injection

If you use Guice, TestNG gives you an easy way to inject your test objects with a Guice module:

view source

print?

|  |
| --- |
| @Guice(modules = GuiceExampleModule.class) |
| public class GuiceTest extends SimpleBaseTest { | |

|  |
| --- |
|  |
| @Inject | |

|  |  |
| --- | --- |
| ISingleton m\_singleton; | |
|  |

|  |
| --- |
| @Test |
| public void singletonShouldWork() { | |

|  |  |
| --- | --- |
| m\_singleton.doSomething(); | |
| } |

|  |
| --- |
|  |
| } | |

In this example, GuiceExampleModule is expected to bind the interface ISingleton to some concrete class:

view source

print?

|  |  |
| --- | --- |
| public class GuiceExampleModule implements Module { | |
|  |

|  |
| --- |
| @Override |
| public void configure(Binder binder) { | |

|  |  |
| --- | --- |
| binder.bind(ISingleton.class).to(ExampleSingleton.class).in(Singleton.class); | |
| } |

|  |
| --- |
|  |
| } | |

If you need more flexibility in specifying which modules should be used to instantiate your test classes, you can specify a module factory:

view source

print?

|  |  |
| --- | --- |
| @Guice(moduleFactory = ModuleFactory.class) | |
| public class GuiceModuleFactoryTest { |

|  |
| --- |
|  |
| @Inject | |

|  |  |
| --- | --- |
| ISingleton m\_singleton; | |
|  |

|  |
| --- |
| @Test |
| public void singletonShouldWork() { | |

|  |  |
| --- | --- |
| m\_singleton.doSomething(); | |
| } |

|  |
| --- |
| } |

The module factory needs to implement the interface IModuleFactory:

view source

print?

|  |  |
| --- | --- |
| public interface IModuleFactory { | |
| /\*\* |

|  |  |
| --- | --- |
| \* @param context The current test context | |
| \* @param testClass The test class |

|  |
| --- |
| \* |
| \* @return The Guice module that should be used to get an instance of this | |

|  |  |
| --- | --- |
| \* test class. | |
| \*/ |

|  |  |
| --- | --- |
| Module createModule(ITestContext context, Class<?> testClass); | |
| } |

Your factory will be passed an instance of the test context and the test class that TestNG needs to instantiate. Your createModule method should return a Guice Module that will know how to instantiate this test class. You can use the test context to find out more information about your environment, such as parameters specified in testng.xml, etc... You will get even more flexibility and Guice power with parent-module and guice-stage suite parameters. guice-stage allow you to chose the Stage used to create the parent injector. The default one is DEVELOPMENT. Other allowed values are PRODUCTION and TOOL. Here is how you can define parent-module in your test.xml file:

view source

print?

|  |  |
| --- | --- |
| <suite guice-stage="PRODUCTION" parent-module="com.example.SuiteParenModule"> | |
| </suite> |

TestNG will create this module only once for given suite. Will also use this module for obtaining instances of test specific Guice modules and module factories, then will create child injector for each test class. With such approach you can declare all common bindings in parent-module also you can inject binding declared in parent-module in module and module factory. Here is an example of this functionality:

view source

print?

|  |  |
| --- | --- |
| package com.example; | |
|  |

|  |  |
| --- | --- |
| public class ParentModule extends AbstractModule { | |
| @Override |

|  |
| --- |
| protected void conigure() { |
| bind(MyService.class).toProvider(MyServiceProvider.class); | |

|  |  |
| --- | --- |
| bind(MyContext.class).to(MyContextImpl.class).in(Singleton.class); | |
| } |

|  |
| --- |
| } |

view source

print?

|  |  |
| --- | --- |
| package com.example; | |
|  |

|  |  |
| --- | --- |
| public class TestModule extends AbstractModule { | |
| private final MyContext myContext; |

|  |
| --- |
|  |
| @Inject | |

|  |  |
| --- | --- |
| TestModule(MyContext myContext) { | |
| this.myContext = myContext |

|  |  |
| --- | --- |
| } | |
|  |

|  |
| --- |
| @Override |
| protected void configure() { | |

|  |  |
| --- | --- |
| bind(MySession.class).toInstance(myContext.getSession()); | |
| } |

|  |
| --- |
| } |

view source

print?

|  |  |
| --- | --- |
| <suite parent-module="com.example.ParentModule"> | |
| </suite> |

view source

print?

|  |  |
| --- | --- |
| package com.example; | |
|  |

|  |
| --- |
| @Test |
| @Guice(modules = TestModule.class) | |

|  |  |
| --- | --- |
| public class TestClass { | |
| @Inject |

|  |  |
| --- | --- |
| MyService myService; | |
| @Inject |

|  |  |
| --- | --- |
| MySession mySession; | |
|  |

|  |  |
| --- | --- |
| public void testServiceWithSession() { | |
| myService.serve(mySession); |

|  |  |
| --- | --- |
| } | |
| } |

As you see ParentModule declares binding for MyService and MyContext classes. Then MyContext is injected using constructor injection into TestModule class, which also declare binding for MySession. Then parent-module in test XML file is set to ParentModule class, this enables injection in TestModule. Later in TestClass you see two injections: \* MyService - binding taken from ParentModule \* MySession - binding taken from TestModule This configuration ensures you that all tests in this suite will be run with same session instance, the MyContextImpl object is only created once per suite, this give you possibility to configure common environment state for all tests in suite.

#### 5.19 - Listening to method invocations

The listener IInvokedMethodListener allows you to be notified whenever TestNG is about to invoke a test (annotated with @Test) or configuration (annotated with any of the @Before or @After annotation) method. You need to implement the following interface:

view source

print?

|  |
| --- |
| public interface IInvokedMethodListener extends ITestNGListener { |
| void beforeInvocation(IInvokedMethod method, ITestResult testResult); | |

|  |  |
| --- | --- |
| void afterInvocation(IInvokedMethod method, ITestResult testResult); | |
| } |

and declare it as a listener, as explained in the section about TestNG listeners.

#### 5.20 - Overriding test methods

TestNG allows you to override and possibly skip the invocation of test methods. One example of where this is useful is if you need to your test methods with a specific security manager. You achieve this by providing a listener that implements IHookable.

Here is an example with JAAS:

view source

print?

|  |
| --- |
| public class MyHook implements IHookable { |
| public void run(final IHookCallBack icb, ITestResult testResult) { | |

|  |  |
| --- | --- |
| // Preferably initialized in a @Configuration method | |
| mySubject = authenticateWithJAAs(); |

|  |
| --- |
|  |
| Subject.doAs(mySubject, new PrivilegedExceptionAction() { | |

|  |
| --- |
| public Object run() { |
| icb.callback(testResult); | |

|  |  |
| --- | --- |
| } | |
| }; |

|  |  |
| --- | --- |
| } | |
| } |

#### 5.21 - Altering suites (or) tests

Sometimes you may need to just want to alter a suite (or) a test tag in a suite xml in runtime without having to change the contents of a suite file.

A classic example for this would be to try and leverage your existing suite file and try using it for simulating a load test on your "Application under test". At the minimum you would end up duplicating the contents of your <test> tag multiple times and create a new suite xml file and work with. But this doesn't seem to scale a lot.

TestNG allows you to alter a suite (or) a test tag in your suite xml file at runtime via listeners. You achieve this by providing a listener that implements IAlterSuiteListener. Please refer to Listeners section to learn about listeners.

Here is an example that shows how the suite name is getting altered in runtime:

view source

print?

|  |  |
| --- | --- |
| public class AlterSuiteNameListener implements IAlterSuiteListener { | |
|  |

|  |
| --- |
| @Override |
| public void alter(List<XmlSuite> suites) { | |

|  |
| --- |
| XmlSuite suite = suites.get(0); |
| suite.setName(getClass().getSimpleName()); | |

|  |  |
| --- | --- |
| } | |
| } |

This listener can only be added with either of the following ways:

* Through the <listeners> tag in the suite xml file.
* Through a Service Loader

This listener cannot be added to execution using the @Listeners annotation.

### 6 - Test results

#### 6.1 - Success, failure and assert

A test is considered successful if it completed without throwing any exception or if  it threw an exception that was expected (see the documentation for the expectedExceptions attribute found on the @Test annotation).

Your test methods will typically be made of calls that can throw an exception, or of various assertions (using the Java "assert" keyword).  An "assert" failing will trigger an AssertionErrorException, which in turn will mark the method as failed (remember to use -ea on the JVM if you are not seeing the assertion errors).

Here is an example test method:

view source

print?

|  |
| --- |
| @Test |
| public void verifyLastName() { | |

|  |  |
| --- | --- |
| assert "Beust".equals(m\_lastName) : "Expected name Beust, for" + m\_lastName; | |
| } |

TestNG also include JUnit's Assert class, which lets you perform assertions on complex objects:

view source

print?

|  |  |
| --- | --- |
| import static org.testng.AssertJUnit.\*; | |
| //... |

|  |
| --- |
| @Test |
| public void verify() { | |

|  |  |
| --- | --- |
| assertEquals("Beust", m\_lastName); | |
| } |

Note that the above code use a static import in order to be able to use the assertEquals method without having to prefix it by its class.

#### 6.2 - Logging and results

The results of the test run are created in a file called index.html in the directory specified when launching SuiteRunner.  This file points to various other HTML and text files that contain the result of the entire test run.  You can see a typical example here.

It's very easy to generate your own reports with TestNG with Listeners and Reporters:

* **Listeners** implement the interface org.testng.ITestListener and are notified in real time of when a test starts, passes, fails, etc...
* **Reporters** implement the interface org.testng.IReporter and are notified when all the suites have been run by TestNG. The IReporter instance receives a list of objects that describe the entire test run.

For example, if you want to generate a PDF report of your test run, you don't need to be notified in real time of the test run so you should probably use an IReporter. If you'd like to write a real-time reporting of your tests, such as a GUI with a progress bar or a text reporter displaying dots (".") as each test is invoked (as is explained below), ITestListener is your best choice.

##### 6.2.1 - Logging Listeners

Here is a listener that displays a "." for each passed test, a "F" for each failure and a "S" for each skip:

view source

print?

|  |  |
| --- | --- |
| public class DotTestListener extends TestListenerAdapter { | |
| private int m\_count = 0; |

|  |
| --- |
|  |
| @Override | |

|  |  |
| --- | --- |
| public void onTestFailure(ITestResult tr) { | |
| log("F"); |

|  |  |
| --- | --- |
| } | |
|  |

|  |
| --- |
| @Override |
| public void onTestSkipped(ITestResult tr) { | |

|  |  |
| --- | --- |
| log("S"); | |
| } |

|  |
| --- |
|  |
| @Override | |

|  |  |
| --- | --- |
| public void onTestSuccess(ITestResult tr) { | |
| log("."); |

|  |  |
| --- | --- |
| } | |
|  |

|  |  |
| --- | --- |
| private void log(String string) { | |
| System.out.print(string); |

|  |
| --- |
| if (++m\_count % 40 == 0) { |
| System.out.println(""); | |

|  |  |
| --- | --- |
| } | |
| } |

|  |
| --- |
| } |

In this example, I chose to extend TestListenerAdapter, which implements ITestListener with empty methods, so I don't have to override other methods from the interface that I have no interest in. You can implement the interface directly if you prefer.

Here is how I invoke TestNG to use this new listener:

### Shell

view source

print?

|  |
| --- |
| java -classpath testng.jar;%CLASSPATH% org.testng.TestNG -listener org.testng.reporters.DotTestListener test\testng.xml |

and the output:

### Shell

view source

print?

|  |
| --- |
| ........................................ |
| ........................................ |

|  |
| --- |
| ........................................ |
| ........................................ |

|  |  |
| --- | --- |
| ........................................ | |
| ......................... |

|  |  |
| --- | --- |
| =============================================== | |
| TestNG JDK 1.5 |

|  |
| --- |
| Total tests run: 226, Failures: 0, Skips: 0 |
| =============================================== | |

Note that when you use -listener, TestNG will automatically determine the type of listener you want to use.

##### 6.2.2 - Logging Reporters

The org.testng.IReporter interface only has one method:

view source

print?

|  |
| --- |
| public void generateReport(List<ISuite> suites, String outputDirectory) |

This method will be invoked by TestNG when all the suites have been run and you can inspect its parameters to access all the information on the run that was just completed.

##### 6.2.3 - JUnitReports

TestNG contains a listener that takes the TestNG results and outputs an XML file that can then be fed to JUnitReport. Here is an example, and the ant task to create this report:

### build.xml

view source

print?

|  |
| --- |
| <target name="reports"> |
| <junitreport todir="test-report"> | |

|  |
| --- |
| <fileset dir="test-output"> |
| <include name="\*/\*.xml"/> |

|  |  |
| --- | --- |
| </fileset> | |
|  |

|  |  |
| --- | --- |
| <report format="noframes"  todir="test-report"/> | |
| </junitreport> |

|  |
| --- |
| </target> |

Note:  a current incompatibility between the JDK 1.5 and JUnitReports prevents the frame version from working, so you need to specify "noframes" to get this to work for now.

##### 6.2.4 - Reporter API

If you need to log messages that should appear in the generated HTML reports, you can use the class org.testng.Reporter:

    Reporter.log("M3 WAS CALLED");
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##### 6.2.5 - XML Reports

TestNG offers an XML reporter capturing TestNG specific information that is not available in JUnit reports. This is particulary useful when the user's test environment needs to consume XML results with TestNG-specific data that the JUnit format can't provide. Below is a sample of the output of such a reporter:

view source

print?

|  |
| --- |
| <testng-results> |
| <suite name="Suite1"> | |

|  |
| --- |
| <groups> |
| <group name="group1"> | |

|  |
| --- |
| <method signature="com.test.TestOne.test2()" name="test2" class="com.test.TestOne"/> |
| <method signature="com.test.TestOne.test1()" name="test1" class="com.test.TestOne"/> |

|  |
| --- |
| </group> |
| <group name="group2"> | |

|  |  |
| --- | --- |
| <method signature="com.test.TestOne.test2()" name="test2" class="com.test.TestOne"/> | |
| </group> |

|  |
| --- |
| </groups> |
| <test name="test1"> | |

|  |
| --- |
| <class name="com.test.TestOne"> |
| <test-method status="FAIL" signature="test1()" name="test1" duration-ms="0" | |

|  |  |
| --- | --- |
| started-at="2007-05-28T12:14:37Z" description="someDescription2" | |
| finished-at="2007-05-28T12:14:37Z"> |

|  |  |
| --- | --- |
| <exception class="java.lang.AssertionError"> | |
| <short-stacktrace> |

|  |
| --- |
| <![CDATA[ |
| java.lang.AssertionError | |

|  |  |
| --- | --- |
| ... Removed 22 stack frames | |
| ]]> |

|  |  |
| --- | --- |
| </short-stacktrace> | |
| </exception> |

|  |
| --- |
| </test-method> |
| <test-method status="PASS" signature="test2()" name="test2" duration-ms="0" | |

|  |  |
| --- | --- |
| started-at="2007-05-28T12:14:37Z" description="someDescription1" | |
| finished-at="2007-05-28T12:14:37Z"> |

|  |
| --- |
| </test-method> |
| <test-method status="PASS" signature="setUp()" name="setUp" is-config="true" duration-ms="15" | |

|  |  |
| --- | --- |
| started-at="2007-05-28T12:14:37Z" finished-at="2007-05-28T12:14:37Z"> | |
| </test-method> |

|  |  |
| --- | --- |
| </class> | |
| </test> |

|  |
| --- |
| </suite> |
| </testng-results> | |

This reporter is injected along with the other default listeners so you can get this type of output by default. The listener provides some properties that can tweak the reporter to fit your needs. The following table contains a list of these properties with a short explanation:

|  |  |  |
| --- | --- | --- |
| **Property** | **Comment** | **Default value** |
| outputDirectory | A String indicating the directory where should the XML files be outputed. | The TestNG output directory |
| timestampFormat | Specifies the format of date fields that are generated by this reporter | yyyy-MM-dd'T'HH:mm:ss'Z' |
| fileFragmentationLevel | An integer having the values 1, 2 or 3, indicating the way that the XML files are generated:  1 - will generate all the results in one file.  2 - each suite is generated in a separate XML file that is linked to the main file.  3 - same as 2 plus separate files for test-cases that are referenced from the suite files. | 1 |
| splitClassAndPackageNames | This boolean specifies the way that class names are generated for the <class> element. For example, you will get <class class="com.test.MyTest"> for false and <class class="MyTest" package="com.test"> for true. | false |
| generateGroupsAttribute | A boolean indicating if a groups attribute should be generated for the <test-method> element. This feature aims at providing a straight-forward method of retrieving the groups that include a test method without having to surf through the <group> elements. | false |
| generateTestResultAttributes | A boolean indicating if an <attributes> tag should be generated for each <test-method> element, containing the test result attributes (See ITestResult.setAttribute() about setting test result attributes). Each attribute toString() representation will be written in a <attribute name="[attribute name]"> tag. | false |
| stackTraceOutputMethod | Specifies the type of stack trace that is to be generated for exceptions and has the following values:  0 - no stacktrace (just Exception class and message).  1 - a short version of the stack trace keeping just a few lines from the top  2 - the complete stacktrace with all the inner exceptions  3 - both short and long stacktrace | 2 |
| generateDependsOnMethods | Use this attribute to enable/disable the generation of a depends-on-methods attribute for the <test-method> element. | true |
| generateDependsOnGroups | Enable/disable the generation of a depends-on-groups attribute for the <test-method> element. | true |

In order to configure this reporter you can use the -reporter option in the command line or the Ant task with the nested <reporter> element. For each of these you must specify the class org.testng.reporters.XMLReporter. Please note that you cannot configure the built-in reporter because this one will only use default settings. If you need just the XML report with custom settings you will have to add it manually with one of the two methods and disable the default listeners.

### 7 - YAML

TestNG supports YAML as an alternate way of specifying your suite file. For example, the following XML file:

view source

print?

|  |  |
| --- | --- |
| <suite thread-count="4" verbose="2" name="SingleSuite"> | |
|  |

|  |  |
| --- | --- |
| <parameter name="n" value="42" /> | |
|  |

|  |  |
| --- | --- |
| <test name="Regression2"> | |
| <groups> |

|  |
| --- |
| <run> |
| <exclude name="broken" /> | |

|  |
| --- |
| </run> |
| </groups> | |

|  |
| --- |
|  |
| <classes> | |

|  |  |
| --- | --- |
| <class name="test.listeners.ResultEndMillisTest" /> | |
| </classes> |

|  |  |
| --- | --- |
| </test> | |
| </suite> |

and here is its YAML version:

view source

print?

|  |  |
| --- | --- |
| name: SingleSuite | |
| threadCount: 4 |

|  |  |
| --- | --- |
| parameters: { n: 42 } | |
|  |

|  |
| --- |
| tests: |
| - name: Regression2 | |

|  |
| --- |
| parameters: { count: 10 } |
| excludedGroups: [ broken ] | |

|  |
| --- |
| classes: |
| - test.listeners.ResultEndMillisTest | |